**Introduction**

In object-oriented software design (OOD), classes are templates for defining the characteristics and operations of an object. Often, classes and objects are used interchangeably, one synonymous with the other. In actuality, a class is a specification that an object implements.

Identifying classes can be challenging. Poorly chosen classes can complicate the application’s logical structure, reduce reusability, and hinder maintenance. This article provides a brief overview of object-oriented classes and offers tips and suggestions to identify cohesive classes.

**Note**: The following class diagrams were modeled using [Enterprise Architect](http://www.sparxsystems.com.au/ea.htm). Many other modeling tools exist. Use the one that is best suited for your purpose and project.

**Classes**

Object-oriented classes support the object-oriented principles of abstraction, encapsulation, polymorphism and reusability. They do so by providing a template, or blueprint, that defines the variables and the methods common to all objects that are based on it. Classes specify knowledge (attributes) - *they know things* - and behavior (methods) - *they do things*.

**Classes are specifications for objects.**

Derived from the [Use Cases](http://www.codeproject.com/gen/design/pusecase.asp), classes provide an abstraction of the requirements and provide the internal view of the application.

**Attributes**

Attributes define the characteristics of the class that, collectively, capture all the information about the class. Attributes should be protected by their enclosing class. Unless changed by the class’ behavior, attributes maintain their values.

The type of data that an attribute can contain is determined by its data type. There are two basic data types: Primitive and Derived.

1. Primitive data types are fundamental types. Examples are integer, string, float.
2. Derived data types are defined in terms of the Primitive data types, that is, they form new data types by extending the primitive data types. A Student class, for example, is a derived data type formed by a collection of primitive data types.

When defined in the context of a problem domain, derived data types are called Domain Specific Data types. These are the types that define and constrain attributes to be consistent with the semantics of the data. For example, Address studentAddress versus string studentAddress.

**Where practical, design models should use domain specific data types in lieu of primitive data types.**

When looking for attributes in the design model, look for these types:

1. Descriptive attributes provide intrinsic information about the class. For example, information about enrollment status, test scores, and education goals would be intrinsic to a Student class but not an Automobile class. Ask, “What characteristics distinguish this class from others?”
2. Naming attributes are used to uniquely identify an object and typically don’t change during the lifetime of the object. Consider two Student objects that contain the naming attribute, studentName. The values of “Jack” and “Jill” would identify two different Student objects. Ask, “What uniquely identifies this object from another object of the same class?”
3. Referential attributes contain links to objects. A student’s test scores might be stored in an Assessment class, for example. The value for the Assessment attribute (in the Student class) would link the Student class to the Assessment class. Ask, “How is this object associated with other objects?”

**Responsibilities**

A class has behaviors and responsibilities. A responsibility is something that a class knows or does…it’s an obligation a class has to know certain information and/or to perform a task. For example, a student knows about her address and SSN. A student does enroll in a class.

Technically, responsibilities are not the same as the class’ operations (behavior), but, operations fulfill the responsibilities. It may take more than one operation (sometimes, more than one object) to fulfill the responsibility.

**Responsibility is the obligation of a class or object to perform a task or know information.**

**Identifying classes**

Identifying object-oriented classes is both a skill and an art. It’s a process that one gets better at over time. For example, it’s not unusual for inexperienced designers to identify too many classes. Modeling too many classes results in poor performance, unnecessary complexity and increased maintenance. On the other hand, too few classes tend to increase couplings, and make classes larger and unwieldy. In general, strive for class cohesiveness where behavior is shared between multiple, related classes rather than one very large class.

**Cohesive classes reduce coupling, enable extensibility and increase maintainability.**

Moreover, classes that seem obvious wind up being poor choices and classes that are initially hidden or that rely on problem domain knowledge wind up as the best choices.

Therefore, begin class modeling by identifying candidate classes - an initial list of classes from which the actual design classes will emerge. Design classes are the classes that are modeled. Candidate classes exist for the sole purpose of deriving the design classes. Initially, there will be a lot of candidate classes – that’s good. However, through analysis, their number will be reduced as they are dropped, combined and merged.

**Candidate classes provide the initial impetus to produce cohesive classes.**

Candidate classes can be discovered in a variety of ways. Here are three:

1. [Noun and noun phrases](http://en.wikipedia.org/wiki/Noun): Identify the noun and noun phrases, verbs (actions) and adjectives (attributes) from the Use Cases, Actor-Goal List, Application Narrative and Problem Description.
2. [CRC cards](http://alistair.cockburn.us/crystal/articles/ucrcc/usingcrccards.html): an informal, group approach to object modeling.
3. [GRASP](http://cis.gsu.edu/%7Ecstucke/cis3310/3310.3.a.pdf): A formal set of principles that assign responsibilities.

Each of these methods will yield a list candidate classes. The list won’t be complete nor will every class be appropriate and there will likely be a mix of business and system oriented classes; i.e.; Student and StudentRecord, for example. That’s fine. The goal is to identify the major classes - the obvious ones. Other classes will become apparent as the design process continues.

Once the list has been created, analyze the candidate classes for associations with other classes. Look for collaborating classes. How does each relate to each other and to the business process? Sometimes, it’s helpful to ask, “Why keep this class?” In other words, assume the class is redundant or unnecessary. Keep it only if it plays a collaborating role. Often you’ll find the class’ functionality is accomplished by another class or within the context of another class.

When a class is kept, move it to the list of design classes. Eventually, a list of design classes will result that provides the foundational structure for the application.

|  |  |
| --- | --- |
| **Candidate Classes** | **Design Classes** |
| Student | Student |
| Teacher | Professor |
| Class | Course |
| Subject | Assessment |
| Grades |  |
| Tests |  |

**Design classes will emerge from the analysis of the candidate classes.**

Associations are the key to identifying cohesive classes. The following subsections identify the various associations that can exist between classes and suggestions to identify them.

**Associations**

The classes in an application system don’t exist in a vacuum. Classes are associated with, or related to, other classes. These relationships occur when a class has, uses, knows about, or is acquainted with, one or more classes.

**A relationship is an association between classes.**

When identifying relationships, start with the class that interacts with as many other classes as possible; perhaps, the core classes of the application. It's helpful to ask, "Who cares about this class?", "Who is interested in this class?", "Why is this class necessary?" Starting with the core classes will quickly identify the other relationships.

**Start with core associations.**

An association is usually modeled using a solid line that connects two classes.
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Most times, a single line doesn’t provide enough information. Form a practice of giving each association a name to clarify the relationship. Use verbs or simple verb phrases as association names.
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**Association roles**

Associations also have roles. Each class in an association has a role that describes its meaning in the relationship. Roles are optional and if, used, should describe the role as a noun. For example, a Professor is an instructor to a Student who is a learner or pupil.
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**Multiplicity Indicators**

A role can have multiplicity - an indication of how many objects participate in the relationship. Multiplicity indicators can be conditional or unconditional.

Examples of multiplicity indicators are:
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In Figure 4, the first two indicators (that start with "0...") are conditional meaning no objects need be present in the relationship. The last two indicators (that start with "1..") are unconditional meaning at least one object must be present in the relationship. For example:
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In Figure 5, a Professor can exist without the existence of a Student. Therefore, the multiplicity for the Student is 0…\*. However, the same is not true for the Student. A Student must have at least one Professor. Hence, the 1…\* indicator for the Professor.

**Multiplicity indicators are also referred to as cardinalities.**

Unconditional indicators may impose a referential integrity constraint. Consider the following example:
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Class A and class B depend on the existence of the other. Since the multiplicity is unconditional the following is implied:

1. When class A (or class B) is removed, the corresponding class B (or class A) must also be removed.
2. When class A (or class B) is added, the corresponding class B (or class A) must also be added.

**Unconditional indicators must be checked for referential integrity constraints..**

**Association class**

An association can also possess its own attributes and behavior – just like a class. Sometimes, data exist that does not strictly belong to any of the participating classes. In these cases, an Association class is created to map the data to the participating classes. The class, then, becomes the association. The association class will contain attributes that include pointers, or references, to instances of the two classes.

For example, a Student class has an association to a Course class. A student can take many courses, and a course can be taken by many students. However, who is responsible for the grade? Placing the grade in the Student class gives a student the same grade for all courses. Placing the grade in the Course class gives all students taking the same course the same grade.
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The Association class resolves this issue by linking (or mapping) the grade (and other attributes) to the Student and the Course classes. Now, a Student can have many grades for many courses, but each grade in the StudentClassAssociation is associated to a single student and course.

![https://www.codeproject.com/KB/architecture/idclass/figure8.png](data:image/png;base64,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)

**Association classes often occur in many-to-many associations.**

**Composition**

Sometimes a class is composed of other classes. Composition associations form a whole-part relationship. In this relationship, the life of the part depends on the whole. In other words, when the whole is destroyed or removed, the part is also. Moreover, the part cannot belong to more than one whole. This implies that the cardinality of the whole to the part is always “1”.

**In a composition association, the whole manages the lifecycle of the part.**

To identify composition associations, look for classes that can not exist without other classes. Look for "wholes" and "parts". Ask, "Is this class part of another class?" For example, a Sentence class is part of a Paragraph class that is part of a Chapter class that is part of a Book class. "Does this class depend on another class?"

**The key question to ask, "Is this class destroyed when another class is destroyed?"**

**Aggregation**

Aggregation is a weaker form of a composition. The key difference between an aggregation and a composition is, in an aggregation, the part is not destroyed when the whole is destroyed. In an aggregation relationship, the part may be independent of the whole but the whole requires the part. An automobile, for example, is composed of an engine, chassis, wheels, etc.. The wheels are required for the definition for an automobile, but, they are independent and not necessarily destroyed when the automobile is destroyed. Aggregation is often referred to as a "Has-a" relationship, as in, an Automobile Has-a(n) engine.

To identify aggregation associations, ask, "Is this class part of another class **and** is it independent of the other class?"

**To avoid confusion, when the decision to use the composition/aggregation association is unclear, it's best to model the relationship as a simple association.**

**Generalization/Specialization**

The generalization/specialization association exists when one class is a specialized version of another class. In this relationship, a common, or base, class forms the foundation for more specialized, or derived, classes. This association is commonly referred to as inheritance because the derived classes inherit the functionality of their base classes to provide specialized behavior.

**Inheritance provides the mechanism for new classes to be formed from the attributes and behavior of existing classes.**

As base classes are specialized into derived classes, hierarchies are formed that represent *is-a* or *kind-of* relationships. For example, an Algebra course *is-a* specialization of a Math course; a student is a *kind-of* Person.

To identify inheritance relationships, ask, "Is this class a specialization of a more general class?"

Beware of the tendency to see all associations in terms of inheritance. This leads to complex and deep class hierarchies that are difficult to develop. As a rule of thumb, limit hierarchies to six or fewer levels.

**Inheritance is best suited for relatively shallow class hierarchies.**

Use Inheritance when:

* The inheritance hierarchy represents an *is-a* relationship and not a *has-a* (composition/aggregate) relationship.
* The same behavior is applied to different data types.
* The class hierarchy is reasonably shallow, and unlikely to become much deeper over time.

**Interface inheritance**

Closely related to inheritance is the concept of interface inheritance. Like an inherited class, an interface provides a common specification for behavior, but, unlike an inherited class, an interface cannot be created. An interface simply specifies common behavior that other classes inherit but implement differently. This implies that unrelated classes can provide independent implementations for the same behavior specification (polymorphism).

For example, the .NET framework provides the IComparable interface that defines a generalized comparison method. This interface is typically used for sorting purposes. Classes that inherit the IComparable interface implement behavior specific to their needs. So, using the same IComparable interface, an Integer class can sort integers, a Byte class can sort bytes, a Student class can sort students, and so on.

**The behavior has been abstracted out from any particular class and specifically implemented by all classes that need it.**

Use interface inheritance when:

* Unrelated object types need to provide the same behavior.
* Multiple inheritance is needed (very difficult to implement using the inheritance association).
* Inheritance is prohibited. For example, C# structures cannot inherit from classes, but they can implement interfaces.

**The Strategy Design Pattern is an excellent candidate for an interface inheritance.**

**Conclusion**

Sometimes, developers don’t know where or how to begin identifying classes. Often classes are simply chosen based on what seems to make sense to the developer without regarding class associations or cohesiveness. As a result, the logical structure for an application can contain classes that are unnecessary and complex making the application hard to extend and maintain. This article provided tips and guidance to identify object-oriented, cohesive classes that work together to accomplish the application’s business function.

**Additional links**

* [Allen Holub's UML Quick Reference](http://www.holub.com/goodies/uml/)
* Scott Ambler’s [How to Create Class Diagrams](http://www.agilemodeling.com/artifacts/classDiagram.htm#DesignClassDiagrams).
* Scott Ambler’s [UML Class Diagram Guidelines](http://www.agilemodeling.com/style/classDiagram.htm).
* [OMG’s UML Resource Page](http://www.uml.org/).
* Craig Larman’s, [Applying UML and Patterns](http://www.amazon.com/exec/obidos/tg/detail/-/0131489062/qid=1101839515/sr=1-1/ref=sr_1_1/002-7792023-3440049?v=glance&s=books) is a must read.

FROM <https://stackoverflow.com/questions/25869391/why-do-we-use-usecase-diagrams-in-object-oriented-analysis-and-design-even-if-us#25871076>

Object-oriented is analysis and design methodology, while use case is requirements methodology. And be aware of the core development workflow：

1. Business modeling
2. Requirements
3. Analysis
4. Design

If we use UML to do these works, we may have:

1. Business use case+ Business sequence diagram
2. System use case+ System use case specification
3. Analysis class diagram+ Analysis sequence diagram+ Analysis state machine diagram
4. Code, Database......

UML diagrams in **3.** can be replaced by DFD/ER